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Fig. 1: RECAP enables training VLAs with reward feedback and interventions. Our system starts with a pre-trained VLA that incorporates advantage
conditioning, allowing the model to learn effectively from real-world experience. For each task, we deploy the model and collect both autonomous rollouts and
online human corrections. We then fine-tune the value function on this online data, improving its estimates of how actions influence performance. Fine-tuning
and conditioning the VLA on these updated advantage estimates in turn improves policy behavior.

Abstract—We study how vision-language-action (VLA) models
can improve through real-world deployments via reinforcement
learning (RL). We present a general-purpose method, RL with
Experience and Corrections via Advantage-conditioned Policies
(RECAP), that provides for RL training of VLAs via advantage
conditioning. Our method incorporates heterogeneous data into
the self-improvement process, including demonstrations, data
from on-policy collection, and expert teleoperated interventions
provided during autonomous execution. RECAP starts by pre-
training a generalist VLA with offline RL, which we call 7 g,
that can then be specialized to attain high performance on
downstream tasks through on-robot data collection. We show
that the 7 model trained with the full RECAP method can
fold laundry in real homes, reliably assemble boxes, and make
espresso drinks using a professional espresso machine. On some
of the hardest tasks, RECAP more than doubles task throughput
and roughly halves the task failure rate.

I. INTRODUCTION

It’s amazing what you can learn if you're not afraid to try.

Robert A. Heinlein, Have Space Suit—Will Travel

Practice makes perfect: while people are remarkably flexible
in acquiring new skills, mastery invariably requires learning
from repeated attempts. With general-purpose robotic founda-
tion models, such as vision-language-action (VLA) models,

we can flexibly specify tasks for generalist robots through
prompts. But just like people, these models will need to
practice a skill to achieve mastery. This means leveraging not
only on demonstration data, but also autonomously collected
experiential data that allows the policy to correct the mistakes
that it actually makes in deployment, improve speed and
robustness beyond the level of human teleoperation, and adapt
to new deployment conditions. The foundations of learning
through autonomous practice, as formalized with reinforce-
ment learning (RL) [!], have been known for decades, but
instantiating these principles in a general and scalable robotic
learning system presents significant challenges: designing
scalable and stable RL methods for large models, handling
heterogeneous data from different policies, and setting up RL
training with reward feedback in the real world, where reward
signals might be ambiguous or stochastic.

In this paper, we present RECAP, a method that enables
VLA models to incorporate reward feedback in all stages
of the training pipeline, from pre-training all the way to
training on data from autonomous execution. RECAP aims
to address this problem with a general-purpose recipe that
combines demonstrations, autonomous experience, and expert
interventions. Starting from the training recipe for a general-
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Fig. 2: Some of the tasks learned by RECAP. 7§ ¢ trained with RECAP can make espresso drinks, assemble cardboard boxes, and fold diverse and realistic
laundry with a high success rate. Each task involves realistic variability — flattened unfolded boxes stick together and bend, making espresso drinks requires
pouring liquids, and folding laundry requires generalization to a wide range of clothing items.

purpose VLA and training on diverse data from many different
robotic platforms, RECAP first pre-trains the VLA with offline
RL, followed by additional training on data collected through
deployments. During these deployments, the robot receives
(sparse) reward feedback based on the outcome of each trial,
and potentially additional expert interventions that correct
mistakes. The training process follows an offline RL [2, 3]
recipe: we train a value function that evaluates progress toward
successful task completion, and then use this value function
to estimate the advantage of each action in the dataset. By
conditioning the policy on an improvement indicator based on
this advantage [4], we can obtain an improved policy. Figure 1
provides a high-level overview of RECAP.

We can use RECAP to train policies for complex tasks,
such as folding diverse laundry, assembling boxes, or making
espresso drinks. We illustrate some of these tasks in Figure 2.
The method starts by pre-training the 7§ 4 model with offline
RL on a diverse multi-task and multi-robot dataset. 7( ¢ is
an adaptation of the my¢ model for RL, and my¢ is an
improvement on 7y 5 [5], adding a larger backbone and more
diverse conditioning [6]. 75 adds the ability to condition
on binarized advantage values, which makes it possible to
incorporate a value function to improve the policy. After pre-
training 7 4 finetunes the ) s model to a downstream task
with demonstrations, and then performs one or more iterations
of on-robot data collection to improve the model with RL.
Training 7 ¢ with RECAP on autonomous experience more
than doubles the throughput on some of the hardest tasks,
and can decrease failure rates by 2x or more. This enables
73 ¢ to reach practically useful levels of robustness: we were
able to run it to make espresso drinks for 13 hours straight,
fold novel laundry items in a new home for over two hours
without interruptions, and assemble boxes that are used for
real packaging in a factory.

While RECAP is based on individual algorithmic compo-
nents that have been explored in prior works, the particular
combination of these components is novel, and the results

show, for the first time, that a general-purpose reinforcement
learning recipe with human reward feedback and interventions
can significantly improve both the robustness and throughput
of VLA models with experience collected through deployment.

II. RELATED WORK

Policies trained with imitation learning are known to suffer
from compounding errors [7] and, at best, can only be as
performant as the demonstration data. The goal of this work
is to improve the reliability and speed of vision-language-
action policies by going beyond imitation learning from offline
demonstrations. Prior works have used online interventions to
improve robotic manipulation policies [8—11]. We adopt a form
of such interventions, called human-gated DAgger [10, 12].
In contrast to these works, our method uses both expert
interventions and fully autonomous experience, resulting in
an RL-based framework that integrates multiple data sources.
There is a large body of work on using RL for autonomous
improvement of robotic manipulation policies [13-21], in-
cluding methods using diffusion-based policies [22-24], in
multi-task settings [25, 26], and using pre-trained multi-task
policies [27-29]. Unlike these works, we study how to scale
real-world RL to large VLA policies for long-horizon, fine-
grained manipulation tasks.

Many recent works have studied how to improve a base
VLA model through RL. Several works directly apply the
proximal policy optimization (PPO) algorithm and variations
thereof to VLA fine-tuning [30-34], yielding approaches that
are difficult to extend to real-world RL in an efficient and
scalable fashion. Another line of research has explored RL
fine-tuning on top of pre-trained VLA models, where RL
either trains a residual policy [35, 36], fine-tunes an action
head network [37], selects or refines actions proposed by the
VLA [38-40], or optimizes a policy acting in the noise space
of a diffusion-based VLA [41]. Some of these works have also
explored ways to distill the learned behavior back into the
VLA for end-to-end iterative improvement [35, 36, 38, 42].



These prior works generally use discrete actions or simple
Gaussian continuous action distributions. A critical distinction
is that we train an entire VLA end-to-end using (iterated)
offline RL, with an expressive flow matching VLA model.
This is made possible by a simple and scalable advantage-
conditioned policy extraction method, which removes much of
the complexity of using policy gradient style objectives with
large VLA models. In our comparisons, we show that this
significantly outperforms a more traditional policy gradient
based extraction scheme.

More closely related to RECAP in terms of methodology,
a number of prior works have integrated value functions
and end-to-end RL training of VLAs on real robots [43—

]. For example, Huang et al. [43] apply calibrated Q-
learning to an offline demonstration dataset for grasping tasks,
without an online improvement phase. Zhang et al. [44] use
direct preference optimization (DPO) to optimize pick-and-
place skills from human preferences, using online rollouts
from a VLA. Finally, Zhai et al. [45], Ghasemipour et al.
[46] use PPO and REINFORCE respectively with time-to-
completion value functions to train VLAs for tasks like moving
a bowl, unfolding a mat, and pushing objects on a table.
In contrast to these prior works, we describe an iterated
offline RL framework for VLAs with multiple advantages.
First, our method supports high-capacity diffusion and flow-
based VLAs, unlike the discrete-action models studied in
prior works. Second, we avoid the need for on-policy PPO
or REINFORCE by using an advantage conditioning strategy
for policy extraction, which can utilize all prior (off-policy
or offline) data. Lastly, our evaluation consists of complex,
dexterous, and temporally extended tasks, where our method
increases throughput by about 2x while handling deformable
objects, liquids, and multi-stage tasks.

Prior works have explored the idea of conditioning the
policy on rewards, values, and advantages [ ], including
methods that use classifier-free guidance [4]. We extend this
approach to pre-train and fine-tune a large-scale generalist
VLA policy [5], incorporating a variety of data sources (in-
cluding demonstrations, interventions, and autonomous policy
roll-outs) to learn real robotic manipulation tasks. Recent
research has also studied how to effectively train multi-
task, language-conditioned reward functions [57-63] and value
functions [45, 64, 65]. Building on these works, we also train
a language-conditioned distributional value function, which al-
lows us to estimate state-action advantages for our advantage-
conditioned VLA training framework.

III. PRELIMINARIES

Reinforcement learning. We consider the standard RL
setting in which an agent, given by a policy 7(a:|o:),
selects actions a; given an observation o, € O. We
define a trajectory as 7 = (0g,ag, - ,0r) €O X A---O.
A distribution over trajectories p,(7) is induced by the
policy m(a¢|o;) and the stochastic dynamics p(0¢41|0y, ar):

p=(7) = p(0og) HtT;(f 7(at|os)p(os41]0s,a;).!  The reward
function is given by 7(o;,a;), and we abbreviate it to r;
to shorten notation, where r is the terminal reward. We
can define the discounted cumulative reward, or return, as
R(7) = Z?:o r+ (we do not use a discount factor, though one
could easily be added). The goal of RL is to maximize the
cumulative reward (or return), learning a policy that maximizes
TJ(m) =E ey [R(T)] = Ernp, [ZtT:o r¢]. The value function
for a policy 7 is then defined as V" (o;) = E-,, [ZtT:t 7).
We can then calculate an advantage value for an action a; as
A’T(ot,at) = Epw(T)[ :,—:Z_l Ty + Vﬂ—(OH_N)] — Vﬂ(Ot),
corresponding to an n-step estimate.

Regularized reinforcement learning. Instead of maximizing
J (m), it is common to use regularization in RL, optimizing
for a policy that maximizes reward while remaining close
to some reference policy . [06—70]. This is important,
for example, when we want to train for many gradient
steps on the same data, in which case mes typically cor-
responds to the behavior policy that collected the training
data. This can be formalized via the objective J(m, Teef) =
Ernpo, Y00 7'i] — BEomp., [D(x(0)||mer(-l0))], where
D denotes some divergence metric. For the case where
D is the KL divergence, we have the well-known result
that 7(alo) x mer(alo) exp(A™ (o,a)/B) is the solution to
max, J (7, Ter), with Lagrange multiplier 8 [67-70]. Our
advantage-conditioned policy extraction method is based on
a closely related but less well-known result: if we de-
fine the policy 7(alo) o met(alo)p(I|A™ (0,a))”, where
p(I|A™(0,a)) = g(A™(0,a))/ [ g(A™(0,a’))da’ is the
probability of any action a improving over s as measured
by a monotonically increasing function g, then 7 is guaranteed
to improve over T, i.e., J () > J (mrer) [4, 71]. We will use
this property in deriving our policy extraction method in Sec-
tion IV-B. Using this definition we can then obtain a paramet-
ric policy from the closed form definition of 7 by solving the
following minimization problem: ming E,~,, [KL(7,7)].

IV. RL wiTH EXPERIENCE AND CORRECTIONS VIA
ADVANTAGE-CONDITIONED POLICIES (RECAP)

Our method consists of the follow steps, which can be
repeated one or more times to improve a base VLA model:

1) Data collection. We run the VLA on the task, labeling
each episode with task outcome labels (which determine
the reward), and optionally providing human interven-
tions to provide examples of corrections for mistakes in
the earlier iterations.

2) Value function training. We use all of the data collected
so far to train a large, multi-task value function, which
we refer to as V™, that can detect failures and judge
the expected time to task completion.

3) Advantage conditioned training. To improve the VLA
policy with this value function, we include an optimality
indicator based on advantage values derived from this

IFor simplicity, we assume the observation o; constitutes a valid Markovian
state. While not true in general, it is a common simplification in robotic RL.



value function in the VLA prefix. This “advantage
conditioned” recipe provides a simple and effective way
to extract a more optimal policy from our value function
with suboptimal data.

Figure 1 illustrates the overall structure of the training pro-
cess, while Figure 3 provides more detailed specifics of the
value function and policy architectures. Our pre-training phase
consists of performing steps (2) and (3) above on our entire
pre-training dataset, which consists of tens of thousands of
hours of demonstrations from numerous tasks and a variety of
different robots. Then, we perform steps (1), (2), and (3) one
or more times to further improve the VLA with autonomously
collected data. We describe the value function training and
policy training steps below, and then present our specific
instantiation of this approach for training 7j ¢ in Section V.

A. Distributional value function training

To train a value function that can act as a reliable critic
for any task in our pre-training or post-training stages, we
represent V7 with a multi-task distributional value function
pe(Vlo, £) € Ap [72], mapping the observations o, and
language command ¢ to a distribution over B discretized
value bins. In our implementation, this value function uses the
same architecture as the VLA policy, but with a smaller VLM
backbone. Using R.(7) = > ,,_, 7+ to denote the empirical
return of a trajectory 7 from time step ¢ until the end, we
train pg (V' |oy, £) by first discretizing the empirical return value
Ry(7) into B = 201 bins (using RP to denote the discretized
returns), and then minimizing the cross-entropy H over the
trajectories in the current dataset D:

min B cp > H(RP(7),ps(V]or, 1)) | - (1)

oLET

This is a Monte Carlo estimator for the value function of
the policy represented by the dataset D (i.e., the behavior
policy m.f). We can extract a continuous value function (and
thus an advantage) from the learned value distribution using
V7t (04, £) = 3 pefo,p Po(V = blog)v(b), where v(b) denotes
the value corresponding to bin b. During the pre-training phase,
the dataset D corresponds to the human demonstrations, and
the value function captures the expected return for the task
and metadata we condition on, while on subsequent iterations,
it skews toward a weighted combination of the return of the
demonstrations and the learned policy.

While this on-policy estimator is less optimal than a more
classic off-policy Q-function estimator, we found it to be
simple and highly reliable, while still allowing for substantial
improvement over imitation learning. Our method could be
extended to accommodate off-policy estimators in future work.

B. Policy extraction via advantage conditioning

Once we have the value function V™ we need a way
to train an improved policy using this value function. This
is called policy extraction. An effective policy extraction
method in our setting needs to satisfy several criteria. First,

discretized actions continuous actions
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Fig. 3: Interaction between the 7 s VLA and value function during
RECAP training. The 7 o VLA uses a pre-trained VLM backbone. Training
follows the KI recipe [73], with next-token prediction on many data sources in
pre-training, and an flow-matching action-expert with stop gradient. The VLA
is conditioned on a binarized advantage indicator, obtained from a separate
value function initialized from a pre-trained but smaller VLM model.

it needs to effectively utilize diverse off-policy data, compris-
ing the initial demonstrations, the expert interventions, and
autonomous episodes from both the latest policy and older
policies. This is closely related to the challenge faced by
offline RL methods [2, 3]. Second, it needs to be scalable
and easily to apply to large VLA models, including models
that use flow matching or diffusion to generate actions. Third,
it needs to effectively utilize both good (near-optimal) and bad
(suboptimal) data, which is important if we want to improve
the policy using autonomous experience.

Among the existing methods for policy extraction, pol-
icy gradient methods (including regularized policy gradients
and reparameterized gradients) are perhaps the most widely
used [66, 74], but these methods are difficult to apply to flow
matching models, which do not readily provide a tractable
log-likelihood, making them hard to scale up to modern VLA
architectures (see comparisons in Section VI). An alternative is
to use weighted regression methods, such as AWR [68, 75, 76],
which implicitly provide for regularization to the behavior
policy and use a simple (importance-weighted) supervised
learning objective. However, these methods discard or signifi-
cantly downweight a significant portion of the data, effectively
implementing a kind of filtered imitation technique. Instead,
we use a variant of advantage conditioning [48], where the
policy is trained on all of the data with supervised learning,
but with an additional input indicating how optimal the action
is based on the advantage. This is closely related to a variety of
methods in the literature that propose to condition the policy
on some function of the resulting trajectory [47, 50].

The specific formulation in our method is most closely re-
lated to CFGRL [4]. Building on the formulation in Section III,
we can apply Bayes rule to rewrite the probability of policy
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Fig. 4: Visualization of the value functions. We train a multi-task value function to predict the number of steps to success, normalized by maximum task
length to (—1,0), where O corresponds to successful completion. We visualize the value function output on a folding task that finished successfully (left),
and an unsuccessful example of a manipulation task from the pre-training dataset (right). The red parts highlight a drop in value, and green parts highlight
increases; images on top show the corresponding frames of the episode. The visualization shows that the VF correctly identifies mistakes in the episode, as

well as the speed of progress.

improvement as p(I|A™ (0,a)) = mer(all, 0)/mer(alo). Ap-
plying this to our setting and including language conditioning,
we can obtain an alternative closed form for the improved
regularized policy described in Section III as

) B

For the special case § =1, #(a, |o,¢) = mer(all, 0, ).

We can therefore represent 7 without needing to explicitly
represent the improvement probability p(I|A™ (0, a)), if we
train the policy so that it can represent both m¢(alo, ) and
mef(a|l,0,¢). This principle is similar to the approach in
classifier-free guidance, where a diffusion model is trained
to model the data both with and without a conditioning
variable [4]. We assume the improvement indicator I follows
a delta distribution

p(I|A™ (0, a,€) = 6(A™ (0,a,£) > €),

mef(al|l, 0, ¢)
Tref(@]o, £)

7(a,]o, ) x mer(alo, £) ( (2)

with a task dependent improvement threshold ;. This thresh-
old allows us to control the optimality indicator, and mini-
mizes the need for finding an attenuation factor S to sharpen
the improvement conditioned distribution after training.” The
policy objective then corresponds to minimizing the following
negative log-likelihood:

m@in Ep, [ — log mg(a¢|og, £) — alog mg(ay| Iy, ot,ﬁ)] ,

where I, = 1(A™ (o, a1, () > €).

3)

The advantage values A™(0;,a;, ) are obtained from the
value function in the previous section, and « is a trade-
off hyperparameter. In practice, the dataset D, , consists of
all of the data collected so far, including all demonstrations
and autonomous task attempts, and the reference policy s
is therefore a mixture of human behavior and previously

2Prior work [4] instead uniformly chose € = 0 and tuned 3 at test time, as
in classifier-free guidance (CFG). However, high CFG weights can drive the
action distribution to the corners of its support (leading to aggressive behavior)
and would not affect the autoregressive part of the model. We found it easier to
obtain good results by instead using the threshold €, to trade off regularization
and optimality.

deployed policies. To include human corrections, we found it
useful to force I; = True (i.e., positive) for actions provided
as human corrections during autonomous rollouts. This choice
is reasonable if we assume that human experts always provide
good corrective actions. As we will discuss in Section V, in
practice our VLA model produces both discrete and continu-
ous outputs, with the continuous distribution represented via
flow matching. Therefore, the real training objective combines
likelihoods for the discrete values with the flow matching
objective for the continuous values.

In practice, we pre-train one model to represent
mg(a¢|It,0¢,¢) on our entire pre-training dataset, and then
perform one or more iterations of our method with on-policy
rollouts (and, optionally, expert corrective interventions) for
each task.

C. Method summary

We provide an overview of our full method in Algorithm 1.
As summarized at the beginning of this section, the method
can be fully defined through application of three subroutines:
collecting data through autonomous rollouts (with optional
corrective interventions from an expert), training a value func-
tion according to Equation 1, and training a policy according
to Equation 3. The only thing that changes between different
steps of the method is the data provided to each subroutine:
the pre-training stage uses all prior demonstration data, and
the training process for the specialists for each skill ¢(*)
uses additional autonomous data. In practice, the specialists
are fine-tuned from the pre-trained model, while the final
generalist is trained from scratch. Additional details on the
method are provided in Appendix F.

V. IMPLEMENTATION, MODEL, AND SYSTEM DETAILS

We instantiate RECAP with a VLA that we call 7§ 4. 7 ¢
is based on the w5 ¢ VLA, which is an evolution of the mg 5
VLA [5] with a few improvements that we detail in the ac-
companying model card [6]. 7 ¢ additionally adds the ability
condition on the binarized advantage indicator [;, making it
suitable for RL training with RECAP. The model architecture
is illustrated in Figure 3. We train a value function alongside



Algorithm 1 RL with Experience and Corrections via
Advantage-conditioned Policies (RECAP)

Require: multi-task demonstration dataset Dyemo
1: Train Ve on Dgemo using Eq. 1
Train 7pre 0N Dyemo using Eq. 3 and Ve
Initialize D, with demonstrations for ¢
Train V) from Ve on Dy using Eq. |
Train 7 from 7 on Dy using Eq. 3 and V)
for k =1to K do
Collect data with 7} ', add it to Dy
Train Vek from V,re on Dy using Eq. 1
Train 7} from mpe on Dy using Eq. 3 and V}*
end for

R A A S ol

=4

the VLA, following the method described in Section IV-A.
This value function is also initialized from a VLM. Training
this value function and VLA with RECAP results in our final
model, which we call 7. In this section, we first elaborate
on the design of our model and how it can be extended to use
advantage values from the value function, then describe the
reward function and value function, and then elaborate on the
training and data collection process in our implementation.

A. The my.¢ model

The my.¢ model [6] is derived from the 7y 5 model, which
can flexibly represent chunked action distributions via flow
matching and produce intermediate text for high-level policy
reasoning. It uses the Knowledge Insulation (KI) training
procedure [73], which trains the entire model end-to-end on
continuous actions and discretized tokens (including actions
discretized via FAST [77]), while using a stop gradient to
prevent the flow-matching action expert from impacting the
rest of the model. Pre-training uses both robot data and vision-
language co-training data from the web.

To.¢ Improves on 7o 5 in several ways: (i) The pre-training
dataset is augmented with additional data from multiple robot
platforms. (ii) The base VLM is Gemma 3 [78] 4B model. (iii)
The size of the action expert is increased to 860M parameters.

The model can be written as we(at:HH,ﬂot,E), where
o; = [X},..., X%, q;] contains camera images X, the robot’s
configuration q, and ¢ = ¢, +s is the language input consisting
of the overall task prompt ¢; (e.g., “make me an espresso”),
as well as additional language inputs s providing metadata
that further modulates how the task is performed. The model
produces action chunks a;.; i, which consists of joint angles
and gripper commands at 50 Hz, using a separate “action
expert” — a dedicated set of weights (860M parameters)
that are trained with flow matching specifically for action
generation, but can attend to the activations in the rest of the
model. The model also produces tokenized discrete outputs l,
which includes a textual representation of the next predicted
sub-task (such as “pick up the coffee cup”) used for high-
level decision-making. Since the actions are generated after /,
action generation is effectively conditioned on this predicted
sub-task, providing high-level guidance. At inference time, the

sub-task prediction runs at a lower frequency than action gen-
eration. During training, the model also predicts a tokenized
representation of the action chunk ay.;4z, using the FAST
tokenizer [77], as part of the KI recipe [73]. We denote these
discretized actions aj,,, ;;. The action expert does not receive
these as input, such that discrete and continuous actions are
predicted independently. This results in the final training log-
likelihood log 7o (2.4, al.,, s, £|oy, £). Since we predict £
first, we can factorize this log-likelihood according to:

log o ((@s:t4m, afzt+H,f|ot,€) =log g (@|ot,€)
+ log mp (af;t+H|0t, L, @ + log g (at:t+H|Ota l, @
B. From my ¢ to g ¢ with advantage conditioning

To incorporate information about the advantage into the
policy, we expand the model inputs to contain an additional
improvement indicator as an additional text input, inputting
“Advantage: positive” when I; = True, and “Advantage:
negative” otherwise. The VLA model is otherwise the same
as described in Section V-A. The advantage indicator appears
in the training sequence after 7 but before the (discretized and
continuous) actions, such that only the action log-likelihoods
are affected. The continuous part of the log-likelihood cannot
be evaluated exactly, and instead is trained via the flow match-
ing loss [79]. It is possible to draw a close parallel between
flow matching and diffusion (under some assumptions), and
the latter in turn can be interpreted as a lower bound on the
log-likelihood [80], so we can roughly motivate the sum of the
log-likelihood of the discrete actions and the flow matching
loss on the continuous actions as a lower bound on the overall
action likelihood:

) N
log o (at:t-‘rH? CLt:t-ﬁ—H |It7 O¢, E) 6) 2

Er],w |:10gpe<a’f:t+H|It70t7£’£)_ ) (4)
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with a/ ;= nagrm + (1 — n)w, w ~ N(0,I) denoting
the noised action, where 7 € [0,1] is the flow matching time
index and fy denotes the continuous outputs of the diffusion
expert. «a, is a loss weighting term (which can optionally
be noise dependent). Full details for the loss are provided in
Appendix C.

During training, we randomly omit the indicator I; instead
of tuning the loss multiplier « to allow us to either directly
sample from the policy with I; = True (which corresponds to
setting 5 = 1 in Equation (2)), or to use both a conditional
and unconditional model to implement classifier-free guidance
(CFG), which enables inference with 3 > 1. See Appendix E
for details.

C. Reward definition and value function training

Since our aim is to develop a general and broadly applicable
method for training VLAs from experience, we use a general
sparse reward definition that can be applied to essentially any
task. For each episode, we obtain a label indicating whether
that episode was successful. We derive the reward from



this episode-level success label such that the value function
corresponds to the (negative) number of steps until successful
completion of the episode. This is equivalent to the following
reward function, where T' corresponds to the last step in the
episode, and C'y; is a large constant that is chosen so as to
ensure that failed episodes have low values:

0 if t = T and success
ry = ¢ —Chry if t = T and failure (@)
-1 otherwise.

With this reward function, we train the value function to
predict the (negative of the) number of remaining steps until
success for successful episodes, and a large negative value for
failed episodes. In practice, we normalize the values predicted
to be between (—1,0). Since we train on diverse tasks that
have very different typical lengths, we normalize the values
per task based on the maximum episode length of the task.

The value function takes as input the same language inputs
as the 7§ 4 VLA, and uses the same architecture design, with a
smaller 670M parameter VLM backbone that is also initialized
from Gemma 3 (see Figure 3). To prevent overfitting, we also
co-train the value function on a small mixture of multi-modal
web data. Figure 4 show visualizations of the value function
on some examples of successful and failure episodes, with
additional visualizations in Figure 13 in Appendix B.

D. Pre-training, data collection, and learning from experience

The data mixture used in the pre-training phase of our
model largely follows the recipe used by g 5 [5], with vision-
language data from the web, prediction of subtasks ¢, and
prediction of low-level actions on a variety of tasks from
many different robots. We note that, after pre-training, 7 4
can perform many more tasks than the ones used in evaluation
in Section VI. During pre-training, we first train the value
function on the same dataset, predicting (the negative of) the
number of steps to successful completion of each task. Then
we estimate the per-task improvement threshold, €y, used in
determining the advantage-based improvement indicator I;.
We set ¢, to the 30% percentile of values predicted by the
value function for the task /. We then run the value function
on-the-fly during VLA training to estimate A™ (0, as,¢) for
each example, and then use it to compute I; based on €. I;
is included as an input to 7 ¢ as described in Section V-A.
As we use a relatively small VLM backbone (670M) for
the value function, on-the-fly inference of the value function
incurs minimal additional cost during VLA training.

After pre-training we start a policy improvement loop for
the target task. We first finetune 7, 5 with demonstration data
D, for the target task £. We fix the indicator I; to True in this
stage, which we found to lead to slightly better results, such
that this stage corresponds to supervised finetuning (SFT).
This results in the initial policy 7y, which is then used
to collect additional data that is added to D,. While some
of the episodes are collected fully autonomously, some are
monitored by an expert teleoperator who can intervene to

' —— base camera
wrist cameras —— g
y LA

o

3x images

sy
“——  2x 6 DoF arm + 1 DoF gripper

Fig. 5: The robot setup used in our experiments. 7 ¢ is trained on data
from many different robots in pre-training. For the iterative improvement
experiments, we use a static bimanual system with two 6 DoF arms with
parallel jaw grippers. The arms are controlled at 50 Hz with joint positions.
Observations consist of joint and gripper positions, as well as images from
three cameras: a base camera mounted between the arms, and a wrist-mounted
camera on each arm. The setup can be mounted flexibly, e.g. on a table.

provide corrections. These corrections can show the policy
how to avoid catastrophic failures or how to recover from
mistakes. Note, however, that the corrections alone are unlikely
to fix all issues: intervening during autonomous execution is
a disruptive event, and even expert human operators cannot
guarantee a consistent quality of interventions nor improve
subtle aspects of the behavior, such as overall speed. Thus,
the corrections serve more to fix large mistakes and overcome
challenges with exploration, and do not by themselves provide
for optimal supervision, in contrast to theory [7]. Recall from
Section IV-B that we force I; = True for all corrections,
but otherwise the entire episode (both the autonomous parts
and the corrections) are optionally added to the dataset Dy
regardless of whether or not a correction was provided.

After data collection, we finetune the value function on
all of the data collected for the task so far, and then use it
to finetune the policy with updated indicators I;, using the
same procedure as in pre-training. Both the value function and
policy are finetuned from the pre-trained checkpoint, rather
than the policy and value function from the last iteration.
We found this to be useful for avoiding drift over multiple
iterations, though it may be possible to also obtain good results
by consistently finetuning from the last model.

We can repeat this process for several iterations as needed,
though in practice we found that even one iteration often leads
to significantly improved results.

VI. EXPERIMENTAL EVALUATION

In our experimental evaluation, we use RECAP to train the
mo.¢ model on a set of realistic tasks: making espresso drinks,
folding diverse laundry, and assembling boxes. Each task re-
quires multiple steps, ranging from 5 to 15 minutes in duration,
complex manipulation behaviors (constrained forceful manipu-
lation, pouring liquids, manipulating cloth and cardboard, etc.),
and fast execution to provide for high throughput. We illustrate
the robotic platform used in our experiments in Figure 5. We
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Fig. 6: Illustrations of the tasks used in our experiments. Tasks include three different laundry variants, assembling boxes, and making coffee drinks with

an espresso machine.

give details on the tasks and baselines below, followed by
quantitative experiments.

A. Evaluation Tasks

Our quantitative evaluations and comparisons use three
broad task categories each with individual task variants: laun-
dry folding, coffee making, and box assembly. We summarize
the tasks below, with illustrations in Figure 6:

Laundry (t-shirts and shorts). This is the standard laundry
folding task in the my paper [81]. This task entails retrieving
either a T-shirt or shorts from a basket with variable initial
conditions, flattening, folding. Success requires one clothing
item to be folded and stacked in the top right corner of the
table within 200 seconds.

Laundry (diverse items). The diverse laundry task requires
folding a much larger variety of items, considering 11 item
types, including towels, button-up shirts, sweaters, jeans, T-
shirts, shorts, polos, skirts, long sleeve shirts, socks, and
underwear. To obtain a low-variance metric in our experiments,
we measure performance on one of the most challenging
items — the button-up shirt. However, the policy is trained
on all items, and the accompanying videos show results for
a variety of clothing. Success is defined as having the target
item correctly folded and placed on a stack on the table within
500 seconds.

Laundry (targeted failure removal). The final version of
the laundry folding task considers a much more structured
setup for use in our ablation experiments, in which the task
involves folding a single orange T-shirt from a fixed flattened
initial condition. We place the highest emphasis on success,
with a strict success criteria that requires the shirt to be folded
correctly with the collar always facing up within 200 seconds.
We found this task to be useful for assessing whether RECAP
can remove specific undesirable behaviors via RL (in this case,
placing the collar facing down rather than up).

Cafe (double shot espresso). We evaluate our policies on
the challenging long-horizon task of making coffee with a

commercial espresso machine. While our cafe policy can make
many drinks (lattes, iced Americanos, espresso, etc), and even
clean the espresso machine with a towel, for the purposes of
our quantitative experiments we focus on the double espresso
shot task. This entails picking up the portafilter, placing it
on the grinder and grinding beans into it, tamping the ground
coffee beans, locking the portafilter into the espresso machine,
bringing over the cup, extracting the full shot of espresso, then
serving. Success is measured as completing all steps within
200 seconds without critical mistakes (such as dropping the
portafilter or spilling the coffee).

Box assembly. We evaluate our policy on the problem of
assembling packaging boxes in a real-world factory deploy-
ment scenario. Box assembly involves folding a cardboard box
starting from a flattened cardboard sheet, attaching a label onto
it and placing the box in the appropriate spot in a crate. For
the purposes of the quantitative experiments, we focus on all
portions of the task and count overall success as going from
a flattened to an assembled and stacked box in under 600
seconds.

B. Comparisons and Ablations

We compare RECAP to several baselines:
Pre-trained 7 5 [5]. This baseline does not use RL and does
not leverage RECAP.
Pre-trained 7 ¢ [0]. It does not include the advantage indi-
cator I;, and is pre-trained with supervised learning.
RL pre-trained 7 4. It is pre-trained with RL alongside
its value function, and includes an advantage indicator I; as
described in Section V-D.
75 ¢ offline RL + SFT. This model is trained by finetuning the
base ;¢ pre-trained checkpoint with demonstration data for
the target task. We refer to this finetuning as “SFT” because
the advantage values are fixed to True for all demonstrations.
We find that this combination of the offline RL pre-trained
7.6 model with high-quality SFT outperforms standard SFT
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(without offline RL pre-training), and provides a good starting
point for RL with on-robot data.

74 (ours). This is the final model trained with RECAP on
the target task, including both autonomous rollouts and expert
corrections. By default we evaluate with 1. In some
experiments we also consider inference with CFG, which
corresponds to 5 > 1.

We also consider two alternative policy extraction methods
in the literature as comparisons for our advantage-conditioned
approach, both of which use the same on-robot data as RECAP
but a different policy learning method:

AWR. Starting from the same pre-trained model 7y ¢ (With-
out advantage conditioning) we fine-tune using advantage
weighted regression [68], based on advantages extracted from
our value-function.

PPO. We implement a variant of DPPO/FPO [23, 82] in which
we calculate likelihoods based on the single step diffusion ob-
jective and use an alternative definition of the PPO constraint
following SPO [83] (see Appendix D for details).

C. Quantitative results

We use two metrics in our evaluation: throughput and
success rate. Throughput measures the number of successful
task executions per hour, thus capturing both speed and
success rate into one practically relevant quantity. Success
rate measures the proportion of episodes that succeed, and
is derived from human-provided annotations. Raters are asked

to judge the episode with respect to multiple quality metrics,
and we aggregate these quality indicators into a success label.

1) How much does RECAP improve the policy?: To answer
this question, we present the main quantitative results in
Figures 7 and 8. Across all tasks, the final 7( 4 significantly
improves over the base (supervised) mp.¢ model, the RL pre-
trained 7j ¢ model, and the offline RL + SFT 7§ 4 model.
Throughput more than doubles on the diverse laundry folding
and espresso tasks from including on-robot data (the improve-
ment from offline RL + SFT to the final 7; 4 model), and the
rate of failure reduces by about a factor of two. On the easier
laundry task (t-shirts and shorts), the success rate is already
close to the maximum after the SFT phase, but throughput still
increases by a significant margin with the final model.

On all of the tasks except diverse laundry, the success rate
of the final 7§ ¢ model is in the 90%+ range. This makes it
feasible to use in practical settings, such as making espresso
drinks at the office or assembling boxes in a factory, as
shown in the accompanying videos. For the box assembly
task, Figure 8 (right) contains a breakdown of the task success
over its four stages: picking up a box sheet, building the box,
labeling the box, and placing it at an available spot in a crate.
Ty ¢ attains higher success rates for all of the stages compared
to the other models. The majority of failures on these stages
happen because the policy runs out of time. The accompanying
videos present time lapses where each of the tasks is run for
multiple hours.
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2) How much does RECAP improve 7§ ¢ over multiple itera-
tions?: We next elucidate how training with RECAP improves
policies through multiple iterations of data collection and train-
ing. We study the T-shirt and shorts folding task and the box
assembly task. For the T-shirt folding task, only data collected
with autonomous evaluation (without human corrections) is
used to perform policy improvement over two iterations, in
order to evaluate how well our method can improve the policy
via RL alone. We collect 300 trajectories on four robots in each
iteration. Box assembly uses both autonomous trials and trials
with expert teleoperator interventions, with 600 autonomous
trials and 360 trials with interventions in each iteration.

We plot the throughput over iterations in Figure 9, com-
paring two iterations of RECAP, denoted by ¢ = 1, ¢ = 2
respectively. The final iteration, labeled (Ours), corresponds
to the overall best result for these tasks presented in the
previous section. We also compare the initial data collection
policy, which uses the offline RL pre-trained 7j 4 model with
SFT finetuning. For both tasks, 7 ¢ improves over the two
iterations. In the laundry task we can see steady improvement
yielding an overall 50% improvement in throughput. For the
long-horizon box assembly task, more data is needed to yield
a significant improvement, but after the second iteration we
see a 2x improvement in throughput.

We also show the success rate over the iterations in Fig-
ure 10. For the laundry task, the first iteration already raises
the success rate to over 90%, while the second iteration mainly
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successful under the strict criteria. Therefore, our method can also be used to
alter a policy’s behavior with relatively little data effectively.

improves throughput. For the box assembly task, we see clear
improvements in the success rate over both iterations. While
there are still some failures (especially when placing the box
on the stack at the end), the final policy achieves a success
rate of about 90% both for folding the box and labeling it in
the allocated time limit of 600 seconds.

3) How does the advantage-conditioned policy extraction
method in RECAP compare to other methods?: We compare
our advantage conditioned policy extraction method from
Section IV-B to other methods in the literature: AWR and
PPO. We use the T-shirts and Shorts task for this comparison.
To ensure a controlled comparison, we use the same data for
these comparisons that was used to train our final model. This
provides a slight advantage to the baselines, since they have
access to better data that was collected while running RECAP.
The results are shown in Figure 11. While both AWR and
PPO can attain reasonable results, they both fall far short of
our method, and struggle to improve over the offline RL +
SFT 7} ¢ model. For PPO, we had to use a small trust-region
constraint (n = 0.01) to stabilize training in this off-policy
setting, and while this makes training stable, the method does
not achieve good performance. AWR can achieve a reasonable
success rate, but leads to much slower polies with lower
throughput.



4) Can RECAP significantly alter policy behavior with
relatively little data and remove a failure mode?: While the
preceding experiments have focused on holistic end-to-end
evaluations of policy performance, we can also zoom in on
a specific failure mode to examine whether RL training with
RECAP can remove a specific mistake from the policy. To
answer this question, we use a version of the laundry task with
a strict success criterion, which requires the policy to fold a
t-shirt with the collar centered and facing up. Each episode is
initialized with a specific adversarial condition in which the
shirt is placed flat on the table in such a way that the baseline
offline RL + SFT policy often fails to fold it correctly. As
shown in Figure 12, applying RECAP in this setting for two
iterations (collecting 600 trajectories in each iteration) results
in a policy that succeeds 97% of the time, and with high speed.
Thus we conclude that RECAP can be effective at removing
specific failure modes, even when learning entirely via RL
without any intervention data or additional demonstrations.

VII. DISCUSSION AND FUTURE WORK

Training policies that can achieve the same robustness,
speed, and fluency on real-world tasks as people presents a
major challenge in robotic learning. In this paper, we discussed
how learning from experience, through a combination of
DAgger-style coaching and RL, can begin to address this chal-
lenge. We describe RECAP, a method for training VLAs with
autonomous trials, reward feedback, and human interventions,
and present results for a model trained with RECAP, 7,
on a set of realistic tasks: making espresso drinks, folding
diverse laundry, and assembling boxes. At the core of RECAP
is an RL method that is well-suited for scalable training
of VLA policies, using advantage conditioning for policy
extraction with value functions. The data for this RL method
is collected with a combination of autonomous rollouts and
human interventions, correcting mistakes with interventions
while finetuning the details of the behavior on autonomous
data. Our experiments show that RECAP can improve both the
success rate and throughput of the VLA, more than doubling
the throughput on some of the harder tasks, and decreasing
the number of failures by roughly 2x.

There are several directions for improvement with RECAP.
First, our system is not fully autonomous: it relies on human
labeling and effort for reward feedback, interventions, and
episode resets. A number of prior works have explored ways
to automate these components [84, ], and VLAs offer
new ways to provide for more automated data collection, for
example by using high-level policies [86] to reason through
resetting the scene. Second, our system is relatively naive in
how it approaches exploration: exploration is largely greedy,
relying on stochasticity in the policy and human interventions
to explore new solutions. This is reasonable when the initial
imitation learning policy already takes reasonable actions, but
there is plenty of room for improvement with more sophis-
ticated exploration methods. Lastly, RECAP performs iterated
“offline” updates (i.e., it collects a batch of data, retrains the
model, and repeats), rather than running a fully online RL loop

where the policy and value function are updated in real time
as data is collected. We make this decision out of convenience,
but extending our approach into a fully concurrent online RL
framework is a promising direction for future work.

More broadly, training VLAs with RL is perhaps the most
direct path to get to performance levels that are adequate for
real-world use cases. RL with VLAs presents a number of
challenges, from the difficulty of large-scale RL training of
high capacity models to sample complexity, autonomy, and
delayed feedback. While existing RL frameworks designed for
smaller-scale systems or “virtual” domains such as LLMs can
provide a good starting point, more research will be needed
to make RL a practical tool for VLA training. We hope that
our work represents a meaningful step in this direction.
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B. Additional Value Function Visualization

Figure 13 shows additional visualizations of our trained
value function on five different tasks, including tasks on which
we evaluate our policies (espresso making, box assembly) and
also broader tasks (hang towel, attach hook). The parts with
the most prominent changes are highlighted: red corresponds
to where value function drops, green corresponds to where
value function increases, and yellow corresponds to oscillating
values. Images show the corresponding frames and description
of the episode.

C. Computing the log-likelihood for policy improvement

To derive the log-likelihood from Equation (4) we can first
observe that we can decompose the full model likelihood into
autoregressive and diffusion terms

To(asr i, gy y g, U1, 00, 0) =
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where the first term is modeled with flow matching, the second
term is the autoregressive likelihood of the discretized actions
af,, ;. and the third term corresponds to the autoregressive
text likelihood. The autoregressive likelihoods can be esti-
mated in the usual way, using the cross-entropy loss evaluated
on ground truth tokens. For the continuous likelihood over
as.t+H, a closed form likelihood is not available [79]. We
can, however follow prior work [82], and consider the one-step
diffusion process as a Gaussian distribution with likelihood

logma (aitmr|al sy, It 04, €, ) =
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with a”

i = Nagirm + (1 —n)w and w = N(0,T). From
this we can form an evidence lower bound to the likelihood
following [80, 82] (effectively marginalizing over 1 and w)
which yields
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where w(n) = e~/? is a noise dependent weighting term,
and ¢ is a constant independent of fy. For the derivation,
see [80], which also derives the relationship between flow
matching and diffusion in Appendix D.3 for this choice of
weighting term. Finally putting the lower bound together with
the autoregressive likelihood for the discretized action part of
the text output /, and subsuming the weighting terms in «,
gives

1Og o (at:t-‘rHa af:t—&-H‘Ih O¢, Ea é) >
]En,w {1ng9(af:t+H|It70tvzaé) (9)
~ 112
70‘7]waale7f9(a?17;}‘€f]ajt70t7£a€)” :|;

which is the bound given in the main part of the paper.
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Fig. 13: Additional visualization of value function on five different tasks.
Red parts highlight places where value drops, green parts highlight places
where value increases, and yellow parts highlight oscillating value regions.
Images show the corresponding frames and descriptions of the episode.

D. PPO implementation

We implement a variant of PPO [66] related to DPPO and
FPO [23, 82] and use it as an additional baseline. To allow for
training both the autoregressive part of the model as well as the
diffusion based action expert in a compute effective manner
we calculate likelihoods based on the single step diffusion
objective alone.

In particular, we use a likelihood bound analogous to Eq.
(9) (previous section) but without the improvement indicator.
Decomposing into autoregressive and flow-matching terms this

can be written as
‘ A
log mo(ar.t+ 1, Apgy pr|0e, £, ) >

Ey | 108 po(at s mlor €, 0) (10)

~ 112
_anHw_al:H_f9(3717;;}[a0t7€7£)H ]a

which is analogous to the diffusion likelihood bound used in
FPO [82]. And we combine it with a PPO style loss separated
into diffusion and autoregressive terms. In preliminary exper-
iments we found that for our setting it was difficult to enforce
a trust region constraint on the action expert (which models
actions with an unbounded diffusion head) when using the
standard PPO clipping objective. Presumably, this is partially
due to the “offline” nature of our algorithm setting, where
we cannot afford to collect new data from real robots every
few gradient steps. To stabilize training we found using an
alternative definition of the PPO constraint following SPO [83]
to be effective. The resulting loss is given as:
Lspotcovralf) =

700 €406 yr(0, ay.0)

Tref(ay € £]0yg, £)

A (o, a1, 0)| | mo(ag € {|os, )

2€qar

mret(ag € Loy, 0) (11)

7o (at:t+m|0¢, L)
Wref(at:t+H|0t7 E)

_ A (o, an, O)] | mo(anernlonl)
2€f0w Wref(at:t+H ‘Otv E)

+o A" (04, ar, £)

where « is a trade-off parameter and e, €goy are trust-region
parameters for autoregressive and flow-matching model parts
respectively. We use this variant to perform training on eval
data starting from the 7y ¢ checkpoint.

E. Using CFG for test-time policy improvement with 5 > 1

After training we can choose to further sharpen the policy
used for evaluation by setting 5 > 1 in Eq. (2). As shown in
prior work [4] we can recover this sharpened policy without
additional training since it is implicitly defined by the learned
policies mg(as.t4 1|1t 0¢, £) and mg(as.14 pr|o¢, £). Specifically,
after training we can form the approximation

71—ref(at:t—i-H |It7 O¢, E) > 7
7Tref(at:t+H ‘Oty Z)

7 (ap+ 1|01, €) X Tre(As:t4 1|0y, ) <

One can now realize that the diffusion model effectively
learns the gradient of the likelihoods, i.e. it represents
Va IOg o (at:t+H|It, Oy, E) and Va 10g o (at:t+H ‘Ot, E) Ie-
spectively. From this, following Frans et al. [4], we can see
that if we run flow-matching inference following the gradient

Valogmo(as.itrlo, £)+

ﬂ(va log g (at:t+H \It, O, f) — Valog 779(at:t+H|0t7 52%73)



we are effectively sampling from the desired attenuated dis-
tribution. We note that, as mentioned in the main paper, the
parameter 3 is loosely connected to the advantage threshold
€¢ that we introduce during training (in the sense that both
sharpen the distribution, one at inference and one at training
time). We find that sharpening the distribution after training
with high settings for 5 can lead to pushing the action distribu-
tion towards the boundaries of its learned support (which can
lead to overly aggressive motions) and thus primarily rely on €,
for obtaining a good conditioned policy directly after training
and combine it with moderate settings (e.g. 5 € [1.5,2.5])
where useful.

F. Additional algorithm details

We describe details for setting the task specific parameters
used in Algorithm 1.

Advantage Estimation: During post-training, we estimate
the advantage function using A™(o0;,a;) = Zii\t,_l Ty +
V™(orrn) — V™(0;), where o4 is an observation sampled
from N steps ahead from the same trajectory. We use N = 50
lookahead to calculate this advantage. During pre-training, we
calculate the advantage estimate as A™ (0, a;) = ZtT,:O Ty —
V™ (o), setting N = T for each episode, which is a higher
variance estimate of the advantage. We use this advantage
calculation since it allows us to calculate the advantage values
on-the-fly during pre-training using a single inference call to
the value function. We find empirically that this advantage
estimate works well when the policy is trained on large
amounts of data from diverse tasks during pre-training.

Advantage conditioning dropout: During training, we
randomly drop out the conditioning on the advantage indi-
cator 30% of the time. We employ this dropout so that we
can directly sample directly from either the conditional or
unconditional policy during inference time and use CFG for
test-time policy improvement (see Section E for details); and
it effectively replaces the loss multiplier c.

Advantage threshold: The per task advantage threshold e,
is set as follows. During pre-training we select the threshold
for each task such that approximately 30% of the demonstra-
tion data has positive advantage (as calculatedd on a random
sample of 10k datapoints). During fine-tuning we generally set
the threshold such that approximately 40% of the evaluation
rollouts in each iteration have positive advantage. For the T-
shirt and shorts laundry folding task (in which training on
high-quality demonstration data yields slow policies but with
high success rate) we increase the threshold such that only
approximately 10% of the data has positive advantage.

Dataset composition: We use the dataset aggregation strat-
egy described in Algorithm 1 for all tasks. However each
of our task has distinct nature: the episode lengths vary, the
performances of Iteration 0 model on each task are differ-
ent, and one task (Assemble Box) is performed offsite in a
deployment scenario. Therefore, we have different amount of
demonstration data to begin with and collect different amounts
of experience data for iterative improvement. For laundry (T-
shirt and shorts), we use autonomous evaluation data only

without expert corrections. As we push model performance to
closely resemble the expert data collector in terms of speed,
it becomes hard to provide corrections. For this task, We
collect 300 episodes across 4 robot stations for reporting eval
performance. For the diverse laundry folding task we collect
450 evaluation episodes and 287 correction episodes. For the
failure mode removal ablation we collect both autonomous and
policy correction data. In total we collect ~ 1000 autonomous
and 280 + 378 correction episodes spread over 3 robots. For
box assembly we collect data in the deployment scenario
directly, collecting 600 demonstrations and 360 correction
episodes in each iteration, using 3 robots in total. For cafe we
perform a single iteration and collect 429 correction episodes
as well as 414 autonomous episodes.
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